**Exercise 2: E-commerce Platform Search Function**

**Scenario:**

You are working on the search functionality of an e-commerce platform. The search needs to be optimized for fast performance.

**Steps:**

1. **Understand Asymptotic Notation:**
   * Explain Big O notation and how it helps in analyzing algorithms.
   * Describe the best, average, and worst-case scenarios for search operations.
2. **Setup:**
   * Create a class **Product** with attributes for searching, such as **productId, productName**, and **category**.
3. **Implementation:**
   * Implement linear search and binary search algorithms.
   * Store products in an array for linear search and a sorted array for binary search.
4. **Analysis:**
   * Compare the time complexity of linear and binary search algorithms.
   * Discuss which algorithm is more suitable for your platform and why.

**SOLUTION:**

**1.Explain Big O notation and how it helps in analyzing algorithms**

**🔹 What is Big O Notation?**

**Big O notation is a way to describe how the performance of an algorithm changes as the input size grows.**

| **Notation** | **Meaning** | **Example** |
| --- | --- | --- |
| **O(1)** | **Constant time** | **Accessing array[i]** |
| **O(n)** | **Linear time** | **Linear search** |
| **O(log n)** | **Logarithmic time** | **Binary search** |
| **O(n²)** | **Quadratic time** | **Bubble sort** |

**🔹 Best, Average, and Worst Case (for search)**

| **Algorithm** | **Best Case** | **Average Case** | **Worst Case** |
| --- | --- | --- | --- |
| **Linear Search** | **O(1) – first item** | **O(n/2) ≈ O(n)** | **O(n) – last/not found** |
| **Binary Search** | **O(1) – middle** | **O(log n)** | **O(log n)** |

**🔸 Binary search is only possible on a sorted array.**

**2.**

**PRODUCT.JAVA:-**

**package search;**

**public class Product {**

**private int productId;**

**private String productName;**

**private String category;**

**public Product(int productId, String productName, String category) {**

**this.productId = productId;**

**this.productName = productName;**

**this.category = category;**

**}**

**public int getProductId() {**

**return productId;**

**}**

**public String getProductName() {**

**return productName;**

**}**

**public String getCategory() {**

**return category;**

**}**

**public String toString() {**

**return "ID: " + productId + ", Name: " + productName + ", Category: " + category;**

**}**

**}**

**SEARCHING:-**

**package search;**

**import java.util.Arrays;**

**import java.util.Comparator;**

**public class SearchService {**

**// Linear Search by productName**

**public static Product linearSearch(Product[] products, String name) {**

**for (Product p : products) {**

**if (p.getProductName().equalsIgnoreCase(name)) {**

**return p;**

**}**

**}**

**return null;**

**}**

**// Binary Search by productName (array must be sorted)**

**public static Product binarySearch(Product[] products, String name) {**

**Arrays.sort(products, Comparator.comparing(Product::getProductName));**

**int low = 0, high = products.length - 1;**

**while (low <= high) {**

**int mid = (low + high) / 2;**

**int result = products[mid].getProductName().compareToIgnoreCase(name);**

**if (result == 0) {**

**return products[mid];**

**} else if (result < 0) {**

**low = mid + 1;**

**} else {**

**high = mid - 1;**

**}**

**}**

**return null;**

**}**

**}**

**OUTPUT:**
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**4.**

**Time Complexity Comparison**

| **Search Type** | **Time Complexity** | **Notes** |
| --- | --- | --- |
| **Linear Search** | **O(n)** | **No sorting required** |
| **Binary Search** | **O(log n)** | **Requires sorted array (O(n log n))** |

**Exercise 7: Financial Forecasting**

**Scenario:**

You are developing a financial forecasting tool that predicts future values based on past data.

**Steps:**

1. **Understand Recursive Algorithms:**
   * Explain the concept of recursion and how it can simplify certain problems.
2. **Setup:**
   * Create a method to calculate the future value using a recursive approach.
3. **Implementation:**
   * Implement a recursive algorithm to predict future values based on past growth rates.
4. **Analysis:**
   * Discuss the time complexity of your recursive algorithm.
   * Explain how to optimize the recursive solution to avoid excessive computation.

**SOLUTION:**

**1.** Explain the concept of recursion and how it can simplify certain problems.

**Recursion is when a function calls itself to solve a smaller part of the original problem.**

** you want to compute the value of investment over n years.**

** Instead of looping year by year, recursion can calculate:**

**FV(n) = FV(n - 1) \* (1 + rate)**

**2.**

**package forecast;**

**public class ForecastCalculator {**

**// Recursive method to calculate future value**

**public static double futureValue(double presentValue, double rate, int years) {**

**// Base case**

**if (years == 0) {**

**return presentValue;**

**}**

**// Recursive case**

**return *futureValue*(presentValue, rate, years - 1) \* (1 + rate);**

**}**

**public static void main(String[] args) {**

**double presentValue = 10000; // Initial investment**

**double annualRate = 0.05; // 5% growth rate**

**int years = 10; // Forecast for 10 years**

**double result = *futureValue*(presentValue, annualRate, years);**

**System.*out*.printf("Future Value after %d years: %.2f\n", years, result);**

**}**

**}**

**OUTPUT:**

**![](data:image/png;base64,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)**

**4.**

* + Discuss the time complexity of your recursive algorithm.
  + Explain how to optimize the recursive solution to avoid excessive computation.

**⏱️ Time Complexity**

**Each recursive call decreases years by 1:**

* **Time Complexity: O(n) → where n = number of years**
* **Space Complexity: O(n) → due to recursive call stack**

**Optimization Suggestion: Use Iteration or Memoization**

**To avoid deep recursion and stack overflow for large n, use:**

**Iterative Version (Alternative):**

**java**

**CopyEdit**

**public static double futureValueIterative(double presentValue, double rate, int years) {**

**for (int i = 0; i < years; i++) {**

**presentValue \*= (1 + rate);**

**}**

**return presentValue;**

**}**

**This has the same O(n) time complexity but O(1) space — no call stack overhead.**